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the linux kernel has tons of configuration options

Linux/x86 5.4.0 Kernel Configuration
Arrow keys navigate the menu. <Enter> selects submenus ---> (or empty submenus
----). Highlighted letters are hotkeys. Pressing <Y> includes, <N> excludes,
<M> modularizes features. Press <Esc><Esc> to exit, <?> for Help, </> for
Search. Legend: [*] built-in [ ] excluded <M> module < > module capable

'l *** Compiler: Ubuntu 9.2.1-9ubuntu2) 9.2.1 20191008 ***
General setup --->
64-bit kernel
Processor type and features --->
Power management and ACPI options --->
Bus options (PCI etc.) --->
Binary Emulations --->
Firmware Drivers --->
[*] virtualization --->
General architecture-dependent options --->
Enable loadable module support --->
Enable the block layer --->
I0 Schedulers --->
Executable file formats --->
Memory Management options --->
[*] Networking support --->

v(+)

[*]
[*]

< Exit > < Help > < Save > < Load >




this configurability brings maintenance challenges

over 15,000 configuration options
about 20 million source lines of code
over 20,000 C files

and growing!




maintainers need a configuration file to test a patch

can we automatically figure out the

right .config files to use given a patch?

Julia Lawall
Inria/LIP6

given a patch, what configurations does it affect? (jmake, lawall et al)
given a bug, what configurations does it appear in? (config-bisect)

what’s a minimal configuration that includes specific source? (config-bisect)

what code is no longer configurable in the kernel? (undertaker, tarler et al)




a common problem: mapping code back to the
configuration specifications that control that code

configuration localization:

given some program behavior, what are all the
configurations which include that behavior?




If we can automate configuration localization, then
we can enable automated tools for many problems
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ABSTRACT

The complexity of configurable systems has grown immensely, and
it is only getting more complex. Such systems are a challenge for
software testing and maintenance, because bugs and other defects
can and do appear in any configuration. One common requirement
for many development tasks is to identify the configurations that
lead to a given defect or some other program behavior. We distill
this requirement down to a challenge question: given a program
location in a source file, what are valid configurations that include
the location? The key obstacle is scalability. When there are thou-
sands of configuration options, enumerating all combinations is
exponential and infeasible. We provide a set of target programs of
increasing difficulty and variations on the challenge question so
that submitters of all experience levels can try out solutions. Our
hope is to engage the community and stimulate new and interesting
approaches to the problem of analyzing configurations.
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software, such as Linux, BusyBox, Firefox, and Apache, have mil-
lions or billions of configurations. While bugs can and do appear in
any configuration [1], there are simply too many configurations to
test them all separately. With the proliferation of Internet-of-things
devices, maintenance and testing highly-configurable systems are
even more essential, given the variety of devices using different
configurations of the same software.

Many aspects of software maintenance are impeded by config-
urability, including testing, localizing and repairing bugs, security
auditing, and finding code smells and dead code. All must apply
to every configuration of the system. One simple distillation of
these tasks is to identify interesting configurations: Given some
point of interest in a program, what are the configurations that reach
that point of interest? A point of interest can be a particular line,
file, program slice, bug, security violation, or some other subset of
program behavior. Ideally, we would like to discover the complete
space of configurations that reach the given point.

SPLC 2018 challenge case
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ABSTRACT

The source code of highly-configurable software is challenging to
comprehend, analyze, and test. In particular, it is hard to identify all
configurations that comprise a certain code location. We contribute
PCLocator, a tool suite that solves this problem by utilizing static
analysis tools for compile-time variability. Using BusyBox and the
Variability Bugs Database (VBDDb), we evaluate the correctness and
performance of PCLocator. The results show that we are able to
analyze files in a matter of seconds and derive correct configurations
in 95% of all cases.

that specifies options for the presence or abserce of each feature.
If a configuration satisfies all feature dependencies (e.g., requires,
alternatives), it is valid and a product can be derived.

A high number of configuration options, which may be scattered
across different variability mechanisms, hampers the comprehen-
sion of source code, its analysis, and especially testing it. For exam-
ple, Linux comprises over 10,000 configuration options that allow
for millions of products [17]. Also, Linux’ configuration options
and their dependencies are implemented in a combination of the C
preprocessor and Kconfig files, which alone comprise more than
110,000 lines of code. In particular, it is important in such a context



how does Kbuild work and how can
we do configuration localization?



what does linux’s build system do?

build system

configuration option )

) kernel binary
settings (.config)

(vmlinuz)




let’s look at the phases of build process

build system

configuration option )

) kernel binary
settings (.config)

(vmlinuz)
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let’s look at the phases of build process

build system

configuration option ) Kbuild ) kernel binary
settings (.config) Makefiles (vmlinuz)
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let’s look at the phases of build process

build system

configuration option ) Kbuild C ) kernel binary
settings (.config) Makefiles preprocessor (vmlinuz)
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let’s look at the phases of build process

build system

configuration option ) Kbuild C C compiler,

) kernel binary
settings (.config) Makefiles preprocessor linker

(vmlinuz)
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the build system as code generation using
metaprogramming

. : . . configured and
configuration option ) : Kbuild C )
settings (.config) Kcontig WELGCHIER preprocessor p:ss:c?:iiileed
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configuration localization is finding the inverse of
the build process

configured and
preprocessed
source code

configuration option
settings (.config)

source code
locations

all possible
.config files
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each phase of the build encodes rules to control
the Inclusion and exclusion of source code

C

preprocessor

fs/ufs/super.c:

#ifdef CONFIG_UFS_DEBUG
/ %k
* Print contents of ufs_super_block, useful for debugging
*/
static void ufs_print_super_stuff(struct super_block xsb,
struct ufs_super_block first xusbl,
struct ufs_super_block second xusb?2,
struct ufs _super_block third *usb3)

{

[/ .
#endif

u32 magic = fs32_to_cpu(sb, usb3->fs_magic);

13



each phase of the build encodes rules to control
the Inclusion and exclusion of source code

Kbuild
VY EVLCHIES

fs/ufs/Makefile:

obj-$(CONFIG_UFS_FS) += ufs.o
ufs—objs := balloc.o cylinder.o dir.o file.o 1alloc.o 1node.o \
namei.o super.o util.o
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each phase of the build encodes rules to control
the Inclusion and exclusion of source code

fs/ufs/Kconfig:

config UFS_DEBUG
bool "UFS debugging"
depends on UFS_FS

config UFS_FS
tristate "UFS file system support (read only)"
depends on BLOCK

15



we can use boolean logic to represent the
“buildability” of code at each step

10



we can use boolean logic to represent the
“buildability” of code at each step

N N N4

A(opti, opt2, ...) and B(opt1l, opt2,...) and C(opti, opt2, ...)
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configuration localization then becomes the
boolean satisfiability problem

step 1: generate constraints for
given source code

N

build_constraints(opt1, opt2, ...)

N

step 2: find solutions with a SAT/SMT
solver to get .config files

17



lvat
kconfigreader
dumpconf
kclause
kbuildminer
kmax
typechef

superc

(many more)
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there are many tools that extract linux feature models

1. lago Abal, Claus Brabrand, and Andrzej Wasowski. 2014. 42 Variability Bugs in the Linux Kernel: A Qualitative Analysis. In
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but extracting models is not the whole story

unifying output
scaling to linux
high compatibility with linux configuration languages
high fidelity to build system behavior
producing drop-in .config files

quality-of-life features for users
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plocalizer: creates .conf files for patches

currently localizes entire .c files (kconfig and kbuild)
currently integrating preprocessor conditions
still investigating runtime conditions, e.g., IS_ENABLED
evaluating efficacy on real-world patches

upcoming challenge: patches involving configuration specifications themselves

graduate students currently working on this

Necip Yildiran Julian Braha
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tool demo video today at 18:30 CEST



conclusion

the kernel’s extreme configurability brings maintenace challenges
automatic configuration localization can help automate several maintenance tasks
build system analysis configuration constraints
the plocalizer tool will localize configurations for given patches

prototype is working for a subset of the problem

https://github.com/paulgazz/kmax
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